**Homework 7**

1. Write a program to simulate 6000 rolls of six-sided die and output the frequency of each number.
2. Charlie tosses a pair of six-sided dice. **What number** (sum of the face value of both dice) is **most likely to thrown?** ( a 2 is a combination of 1 and 1; a 7 is a combination of 4and 3, 5 and 2, or 6 and 1, and so forth)Please write a program to simulate the process of the toss.
3. Write a program to simulate throwing darts. (射鏢遊戲)
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Use a random number generator to obtain 1,000 pairs of floating-point numbers (*x, y*) satisfying 0< *x<*1, 0*< y<*1.

Print the proportion *P* of throws that hit the dart board, that is, the proportion of pairs (*x, y*) that are inside the circle. Also print 4\* *P.*

Notice that the geometry of the problem leads us to expect *P* to be about ![](data:image/x-wmf;base64,183GmgAAAAAAAMAB4AMCCQAAAAAzXAEACQAAA98AAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4APAARIAAAAmBg8AGgD/////AAAQAAAAwP///77///+AAQAAngMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAAJiARwAAAD7AoD+AAAAAAAAvAIAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RgA2JTpdYAB7XVsDmZcBAAAAC0BAQAIAAAAMgqKA3IAAQAAADR5HAAAAPsCgP4AAAAAAAC8AgEAAAIEAgAQU3ltYm9sAHUbDgpiANmUABTxGADYlOl1gAHtdWwOZlwEAAAALQECAAQAAADwAQEACAAAADIKcAE/AAEAAABweQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCFAAJAAAAAAC8AgAAAIgBAgIiU3lzdGVtAFxsDmZcAAAKAC4AigMAAAAAAQAAADDzGAAEAAAALQEBAAQAAADwAQIAAwAAAAAA). Thus 4\* *P* provides an approximation of ![](data:image/x-wmf;base64,183GmgAAAAAAAMABoAEECQAAAAB1XgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAHAARIAAAAmBg8AGgD/////AAAQAAAAwP///1MAAACAAQAA8wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIA/gAAAAAAALwCAQAAAgQCABBTeW1ib2wAdfIOCuKonF8AvPAYANiU6XWAAe11FA9mEQQAAAAtAQAACAAAADIKQAETAAEAAABweQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCFAAJAAAAAAC8AgAAAIgBAgIiU3lzdGVtAAAUD2YRAAAKAC4AigMAAAAA/////9jyGAAEAAAALQEBAAQAAADwAQAAAwAAAAAA).

Note: You can use the following process to generate random number

between 0~1:

double seed;

const double mpy = 25173.0;

const double inc =13849.0;

const double mod =65535.0;

input variable “seed” then calculate the following formula:

**seed = (seed \*mpy + inc) % mod ; // fmode(seed \*mpy + inc, mod)**

then **get one random number** between 0~1 by using: **seed/mod**

1. **Newton's method**

From Wikipedia, the free encyclopedia You may see more on Wikipedia

*This article is about Newton's method for finding roots. For Newton's method for finding minima, see* [*Newton's method in optimization*](http://en.wikipedia.org/wiki/Newton%27s_method_in_optimization)*.*

In [numerical analysis](http://en.wikipedia.org/wiki/Numerical_analysis), **Newton's method** (also known as the **Newton–Raphson method**), named after [Isaac Newton](http://en.wikipedia.org/wiki/Isaac_Newton) and [Joseph Raphson](http://en.wikipedia.org/wiki/Joseph_Raphson), is a method for finding successively better approximations to the [roots](http://en.wikipedia.org/wiki/Root_of_a_function) (or zeroes) of a [real](http://en.wikipedia.org/wiki/Real_number)-valued [function](http://en.wikipedia.org/wiki/Function_(mathematics)).

![x : f(x) = 0 \,.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAVBAMAAAC+p33JAAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAAAZdJREFUOBGtkjtLA0EQxyc5PHMPcwFrQ1obyUdILUKuEAuxCIgPsAmCCDamExtJbARTmMJWCNhZXa3NiY2vQMAySGy1cmZ2dnOekFg4xcxv/jOze7e7AP9qfl8t9/D3Va21CGBf+t1marD9GqYUnWbPG5DvSGZAV4twoDEV7x0At6zFSw0q+h3ImtrP0g2mtpEWDTHYIdgR0y83h8qLUQNDDEEMbk1J73f+M9FpzPnt1zXAEaLS7Qqr2l3UwStw4sS548MmYkvNWR/I6wCiu6R6m2TbSEOcK2EE8MEO80zKzRQwzht9KkzUeM4tseJAUEmWvA5muKfofjdZBPzOHC1MVlVBvB0hfFLCemoOzyVXoyLaigriefcFo3sR4uj/RveQhx04kxkKwya6WQDR3Xqihn/dgKDMSvVtAyIiOc9d4iv8SqVnVBeJZE4RHjFg76DX7tEW+v5WifHeRc9QmrABv2u564QOW5S0jLJnaCxYZT5Kr6K7TjSMj9nlkBqchrRZXYEJwZcXvSR97oT+dHm6r5SndEHn3woEXSiJYTdgAAAAAElFTkSuQmCC)

The Newton–Raphson method in one variable is implemented as follows:

Given a function *ƒ* defined over the reals *x*, and its [derivative](http://en.wikipedia.org/wiki/Derivative) *ƒ* ', we begin with a first guess *x*0 for a root of the function *f*. Provided the function satisfies all the assumptions made in the derivation of the formula, a better approximation *x*1 is

![x_{1} = x_0 - \frac{f(x_0)}{f'(x_0)} \,.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJYAAAAwBAMAAAABap4iAAAAMFBMVEX///8MDAwEBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAADdHjBWAAAAAXRSTlMAQObYZgAAAwFJREFUSA3FVj2IE0EU/pJNNtlkswloY3Fgc8UVyh6ijaBpbOTAgGIhKgE9f9AiCIedpjsFPdbqRBECWog/GNBKCGxloZ7kkDuIGoiIhYqawsYrTt/s7GZmTUKyc4UPdue9efN9+3Z2v90H/HczO6KEt8KN7O18DVyUUBlHCiK6U/dh1SRMKJDmx3BzBQcZW154Tw4i+dkaoIcQ+0NRlCDWBN6HAPlQFCEwnzy0MU+A76/MdxynFyPgQ0v3UnQCMJrpq5f5E8xQpWq2TLApwIResjhDsqTGBDwnYJfqQr4IfF7pEG1dles8AX8z8AE6zqK8Ea5fRLGdDhwGtAJOAlmXhQpmsZo2ARbOYTFXxnUgU1HgYZDUVjo9pjv8NAvXLOMaELNZQsGSNQLRu/qtfbvtUF20fTEFGg+isxu64aNpvzYDc4pcO/IOIbNFH74FBWBBkWtyHwMaVR++e8WGVveDqMMSB85IuIzkq7ipjkC1hCv0Lubo9flQX6rJE+P4kt6RPcXsDIPdwZVFTynjcARrJL0HU2x0MYuOPDGOz/Xe91wdkO6sY8cZxQ9mX5j3Z5h1WZaM6X3OU6sX+qcEpXWHfditB8weycmhPundV760X0iWgWlE+/x6eve5pMt19LpRWUW6Kc2NdD2993El1neVTLxA2h1G8EYkeBNgTHC993FZjVajhVXoroBwTzvqTaUqIsGbAGNbMNO39ywxjVgxWBCM8VtV7AG+BjGN/zYBA7liTv+nadkAJoG7EhfCTcDM2qBN1hoHZYjn029IWwf7ZQhTbQImgGQVubpgAhSbgJdrT9kmpmnrhfyjvYW9KrQu8JEUYcvyV2wCcgWgDcQdWf6KTUC2BlBNbIeE/BWbAN0lFuKiutCTvyJXvsioEO/QqSf/rEtRdPvJCuK/aiF/xSbgAr88PTlJ/opNwBHORe+qJP9+pfFVI86ned4o+Os8+Ss1AZod/Jue+Vye/BdGFDAwHT9U8udv+iOTv1oTYPYa+4QrLrbRJgCXBFfQBPwFUJrPl/RX1gAAAAAASUVORK5CYII=)

Geometrically, (*x*1, 0) is the intersection with the *x*-axis of a line [tangent](http://en.wikipedia.org/wiki/Tangent_line) to *f* at (*x*0, *f* (*x*0)).

The process is repeated as

![x_{n+1} = x_n - \frac{f(x_n)}{f'(x_n)} \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKUAAAAwBAMAAACCrqcZAAAAMFBMVEX///8EBAQMDAy2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAABAVDD/AAAAAXRSTlMAQObYZgAAArxJREFUSA3NVjFrFFEQ/s6928vm9ja1jRxoaSBY2Ch4PyCQK4yIpBBiVLCJhWjndWojh03ARDxsJKeGgJ0ksIU2OYRgF01gwUoleoWNKdSZt7t5b29377i3izjFvvlm5pt7u+/d8AH/o9me3FV1SvqanjHnArdV8qoKtPzC4yactkr9qgIt/4MFjEded7yu1UghvSHfVDBQbEegBpgkzqcorxeFI6Otg9fAPaLtd+2PAfvKyF2iBIM3NQ9Y22MP7rb83KtoycioWiPKUcCG2XAC9uzIXaKESpsw7dXCRD3MdENHczVdIv5i8gw/hGXtKXZ3jFtd8BvSc+PQ03N+8LkcBxzcwJK1tf+O4HO9Voesm+zRQc98XoBbPuJOEKSfyGSXmE13/tve8l4LT3GKYI1jGewacx+FDe6A7lG5EUKt1ZgSR16pB+wNzLsY87R6haTCebEnqxkE1jBXx5kwq7fawfSYVultFej7ZU9yq3y7yJSh4gf6ns7u+vt2X2wIVIeKLK1cZbvOgSe4vyROQ2aHeepQSax1sQAvMZMaVIdKkase9pW28FNGvrN9Yfwn1XqUlUOlQuiWGArMCq3IRb45HbaXIUxf5VDhnhA9le+J0uV0bnJGHSqyp1LrmevW4srarrjhSnyAqw6VpJ7F36cbNhZP8kBPNtuTcV/cyKGy3HnWeRG8u6xyNnc2d2D1jJqMBZ6QNuniRgwVJO3T55ebpfi7k7QxvHRxI4bKgJ4V1zwb2ydJm0IjXdyIoSJ6Th9sx8ikirzS21iYpM05b5i4KcVoAwOTwMWcxQ1LmxM5ixuSNk4tZ3FD0qZK3z5XcUPSxqDvTf8FdQ51Bx7BsKTpiopcxY2QNsH/Ts6hbOJGSJucxY2QNjmLGyFtchY3QtrkKm4CaQPkKG4CaUOXsymuFJBd3ITSBvgn4uYvpKfY+rjJIKUAAAAASUVORK5CYII=)

until a sufficiently accurate value is reached.

This algorithm is first in the class of [Householder's methods](http://en.wikipedia.org/wiki/Householder%27s_method), succeeded by [Halley's method](http://en.wikipedia.org/wiki/Halley%27s_method). The method can also be extended to complex functions and to systems of equations.

Problem:

Please enter one positive integer from the keyboard and find out the square root of this positive integer.(Using Newton’s method only)

A dog is lost in a tunnel at node 0 ( see diagram). It can move one node at one time in either direction right or left with equal probability (1 = right, 2 = left). When the dog hits nodes L![](data:image/x-wmf;base64,183GmgAAAAAAACABoAIDCQAAAACSXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAIgARIAAAAmBg8AGgD/////AAAQAAAA8P///7D///8QAQAAUAIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLA/gAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4At8XEd8DFxHcgwMd3AAAwAAQAAAAtAQAACAAAADIKYAI7AAEAAAAyeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIgBAgIiU3lzdGVtAAAAAAoAIQCKAQAAAAD/////9PMSALnBxHcEAAAALQEBAAQAAADwAQAAAwAAAAAA)however, a force of nature always propels(推進)him directly to node L 4. The dog escapes from the tunnel when he either hits L5 or R4.

Write a program to determine:

1. Whether the dog has a better chance to exit from the right or the left:

In facts, what are the odds (勝算,可能性) that he will exit from R4?

From L5?

1. How long, on the average, the dog stays in the tunnel (each node takes one minute to cover).
2. Do the same problem as in part a, but let node L2 propel(推進)the dog to L4 only when traveling in a left direction. If node L2 is reached when traveling to the right, the node L2 has no effect.

Restart the dog at node 0 **a thousand times** and count the number of times he escapes through R4 or L5.

L5  L4  L3  L2 L1  0 R1 R2 R3 R4

Exit • • • • • • • • • • Exit

1. Write a program that displays the name of a card **randomly chosen**

from a complete deck of 52 playing cards. Each card consists of a rank (ace, 2,3,4,5,6,7,8,9,10,jack, queen, king) and suit (clubs, diamond, hearts, spades). Your program should display the complete name of the card, as shown in the following sample run:

Queen of Spades